A Real-time Low-complexity Fall Detection System
On The Smartphone

Weihao Qu, Feng Lin and Wenyao Xu
Department of Computer Science and Engineering
University at Buffalo, Buffalo, US
Email: {weihaoqu, flin28, wenyaoxu}@buffalo.edu

Abstract—The importance of detecting falls in real-time is more and more emphasized recently. In this paper, we develop a real-time fall detection system on the smartphone. It is based on our low-complexity fall detection algorithm [1] that can detect the fall after the fall event happens. The system can distinguish dangerous falls by setting a monitoring time. The system is implemented on the Android platform and targeted on low energy consumption and fast processing, which can be seamlessly applied into wearable products.
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I. INTRODUCTION

The fall accident is one of the major health risks, especially for the elderly (aged 65+). Thirty three percent of the elderly are reported having experienced at least one fall per year and 68% hospitalization of the elderly are fall-related [2]. The direct annual medical cost of elderly falls rises to about 20 billion dollars [3]. Even worse, about 10,000 deaths per year among people aged 65 years and older in the U.S. occur due to fall accidents [4].

Fall detection is urgently demanded. Wearable sensors such as inertial sensors play a key role in fall detection. Most fall detection products need multiple sensors such as the gyroscope and accelerometer working together to make a prediction. However, handling multiple sensors’ information makes these algorithms too complex and the detection procedure energy-consuming. It has become a challenge when integrating multiple sensors into wearable products.

The proposed real-time fall detection system is based on our low-complexity fall detection algorithm [1] to implement. The system only uses acceleration, which requires less energy consumption compared to other multiple-sensor-based fall detection products. The sensor data are collected and processed by an Android App in real-time. The App will alarm, post the user’s location and ask for help on certain social media once it detects fall events.

II. DESCRIPTIONS

A. Real-time Algorithm Adaption

The original algorithm in our previous research [1] needs to be adapted for handling the real-time sensor data. The median filter is needed to filter the noise of the raw sensor data. As shown in Fig. 1, in State 0, when sensor data (acceleration) update in real-time, a buffer is used to store the most recent acceleration value. In our case, we set the buffer size the same as the window size of the median filter. Every time the sensor data update, the buffer will delete the oldest element in the tail and add the newly coming data into the head. The middle element of the sorted buffer is the result after applying the real-time median filter.

Since the accelerometer provides 3-axis accelerations, we have three temporary buffers corresponding to store the median filtered accelerations x, y, and z. The overall acceleration O and the overall differential of acceleration D will be calculated. The differential along one direction is calculated by temporarily storing the last acceleration along the direction. For instance, the differential along x axis $d_x$ is

![Fig. 1. Real-time fall detection data flow diagram.](image)
calculated by using last acceleration $x'$ in (1). Likewise, differential along $y$, $z$ axis $dy$, $dz$ will be calculated.

$$dx = x - x'$$  \hspace{1cm} (1)$$

$$O = \sqrt{x'^2 + y'^2 + z'^2}$$  \hspace{1cm} (2)$$

$$D = \sqrt{dx^2 + dy^2 + dz^2}$$  \hspace{1cm} (3)$$

Equation (2) and (3) show how to calculate the real-time overall acceleration $O$ and overall differential $D$.

As shown in Fig. 1, in State 1, $O$ and $D$ will be stored into Overall List and Diff List separately. The two lists have the same capacity and are designed to store data for five seconds. Five seconds is long enough for the system to monitor the possible fall. Before acceleration $O$ is put into the Overall List, it is compared to a threshold $T$. If $O$ is larger than $T$, if it is a possible fall candidate, the position index in the Overall List is put into a Queue $Q$, which helps us find the candidate position in Overall List when starting analyzing data. There is another constraint before putting into $Q$ that any two position indexes in the Queue cannot be too close to each other. The reason is that the acceleration peak caused by a fall will normally last for 0.5 second, which means all the data during the fall process may be larger than $T$. To decrease the unnecessary check, the constraint is necessary.

The system will analyze data when the Overall List is full. There are two cases:

**Case 1:** If no peak is detected and $Q$ is empty, the system clears the lists and keep on working.

**Case 2:** If $Q$ is not empty, it goes to State 2 as shown in Fig. 1, the system gets the element $E$ in the queue, find the peak position $P$ in Overall List, which can be found by finding the max value position in a certain time range (0.5s) starting from position $E$. Then the system starts monitoring the Diff List from position $P$. It divides the monitor period (3s) into 100 sub-periods. If there are over 95 still periods among 100 sub-periods, the system alerts. The system has another threshold $T_D$ for monitoring state, if the values in Diff List during a sub-period do not reach $T_D$, the sub-period is regarded as a still period. If the system does not alert, the system finds next element in $Q$ until $Q$ is empty or the monitor time is smaller than the necessary duration (3s). Then the system clears the lists before last element in the queue.

This design ensures the real-time data processing. If the fall happens, the system will detect the fall and alert after the monitor period, no later than three seconds.

**B. Alert Design**

Considering many dangerous fall events happen when the elderly live alone, our App is designed to connect to certain social media such as Twitter, Facebook and Weibo. The user can login to his/her account. When the fall is detected, the alarm of the smartphone will first alarm, the GPS of the phone is used to report the location of the possible fall as well as the messages for help on the social media.

The main GUI will give user the access to log in to its social media and access to start fall detection service or stop it.

**III. CONCLUSION**

We build our real-time fall detection system on the smartphone based on the low-complexity algorithm in our previous research, which only uses accelerometer. In its Android-based implementation, we add the alert design to connect to social media. In the future, the real-time system can be applied into smaller-size products to detect falls in real-time.
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